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Introduction

= This project was motivated by our research in the area of
Infrastructures for collaboration.

= We were interested in the design of a notification server
that could support the different requirements from:
= Collaborative software engineering
= Software monitoring
= P2P groupware tools
= Other applications to come...

= For such, we designed and implemented YANCEES (Yet
ANother Configurable and Extensible Event Service)



Introduction (cont)

In the design and implementation of YANCEES we adopted:

= Well-known software product lines (SPL) methodology

= and variability implementation approaches
YANCEES was extended and configured in the support of different
applications

= P2P collaboration tools, application monitoring and awareness

However, during the design, implementation and use of the
infrastructure, many issues emerged

The analysis of these issues revealed dependencies as the major
factors behind these problems

In particular, the lack of documentation and enforcement of
dependencies may mislead software engineers in the extension and
configuration of the SPL, leading to feature interference



Introduction (cont)

= The first part of the presentation discusses our
experience in the design and implementation of

YANCEES focusing on:

» The kinds of feature interference faced in this process
» The role of dependencies behind those issues

" |n the second part, we discuss our current solution to
feature interaction management:
= A formal notation to document dependencies in the

product line code
» That is both human-readable and
= Automatically enforced by the infrastructure



Background: Publish/Subscribe infrastructures

= The publish/subscribe communication style provides:

= Location and timing decoupling between producers and consumers of
information

= Supports 1-to-n event-based communication, with optional filtering
mechanisms

=  This communication style is usually implemented by a logically
centralized service

» That intermediates the communication between publishers and
subscribers of events (or messages) in a distributed setting.
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YANCEES case study

Yet ANother Configurable and
Extensible Event Service



YANCEES motivation

= Motivated by the need to support application domains
with different requirements (or feature sets)

= For example:

= Software monitoring

= Subscription supporting event sequence detection,
summarization and abstraction

= Awareness applications

» Protocols that allow event source browsing and
advertisement

= Peer-to-peer collaboration
= Fast event routing with P2P federation of servers

= and others...



YANCEES commonality and
variability design

Common publish/subscribe behavior

Designed support for different variability dimensions
around an extended version of [Rosemblum, Wolf 97]
model

= Event (record, object, attribute/value pair, text)
Subscription (sequence or content-based operators)
Notification (push, pull)
Protocol (infrastructure: P2P and user-level: mobility)
Publication (global filtering)

Achieving different emerging characteristics
= Event delivery guarantees (best effort, assured delivery)
= Order (total order, partial order, best effort)
= Timing (delays between consecutive events)



YANCEES Implementation strategies

Reuse of common pub/sub behavior:
= Framework providing abstract publish/subscribe process
= Generic event representations

Runtime variability supporting dynamic subscriptions/notification
policies through the use of:

= Extensible languages (XML) and plug-ins
= Controlled by dynamic parsers and builders

Load-time variability of static services (protocol, publication, event
format) by using:

= Static general-purpose plug-ins

= Adapters

= Filters

= Controlled by architecture manager (builder)



YANCEES Approach Summary
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YANCEES Design and
Implementation Issues

The role of dependencies In
limiting configurability and
extensibility in software



The role of dependencies

Fundamental (or problem domain) dependencies
* |ntegrate the common components of the infrastructure

Configuration-specific dependencies
* |ntegrate features that extend the common behavior

Incidental (or technological) dependencies

= Come as a consequence of the implementation and
variability realization approaches adopted.

Implicit dependencies on emerging system properties
= Represent complex behavior dependencies in the system

12



YANCEES implementation issues

Fundamental dependencies. The variability dimensions selected
were not orthogonal

= For example, changes in the event format, federation protocol, or
routing strategy may impact features in other variation points.

Configuration-specific dependencies. Changes in existing features
may impact other features that depend on them

Incidental dependencies. The benefits of using variability
approaches (design patterns, plug-ins, extensible languages, etc.)
come with extra costs:

= new configuration rules

= Including activation and installation order, incompatibilities, and use
dependencies

Emerging System properties. Developers cannot understand the
global consequences of choosing a complex set of features
» For example, the impact of changes in the timing and event delivery guarantees
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Dependencies In action

Example: extending YANCEES to
support Impromptu, a P2P file
sharing tool



YANCEES Generalized framework

YANCEES Common behavior

_______________________________________________________________________

Publishers

" Dynamic parsers (publication and notification mediators) allocate

Event
Queue

_____________________________________

| ' Notification
| e
e /

. dynamic’build "~~~ "dynamic’build” ™ :

| Publication Notification |

| Mediator Mediator ||

| aaaan. e |

Parsers

______________________________________________________________________

subscription and naotification plug-ins on demand

= QOther variation points: protocol and publication models are extended

through the use of static plug-ins

Subscribers
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Configuration Example

Impromptu YANCEES

_______________________________________________________________________

Publication
Publishers .: Repeated K SendTo | | Event
L Events Peers ' | Queue
N addPeer) > [
| removePeer() :
MDNS iy mDNs .
notifications 11 Publisher i
| Protocol

Content
Filter

Topic
Filter

R RRDTIEEEEEEEE
~~ “dynamicbuild”~ " "

Subscribers

"

dyramicbuld ™
Publication Notification
Mediator Mediator
Parsers

subscription

Other
YANCEES

Instances

Events published to and coming from peers

= Application: Impromptu P2P file sharing
= Configuration
Event : Attribute/value
Subscription: Content or topic filter with sequence detection
Protocol: P2P - multicast DNS and publication interceptor
Notification: Push
Publication: repeated events filtering
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Dependency-driven
Interference

Extensibility and configurability
Issues In YANCEES



Fundamental (or problem domain)
dependencies

Impromptu YANCEES

_______________________________________________________________________

Other
YANCEES
Instances
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Through fundamental dependencies,
changes in the event format, timing
and order behaviors may:

- invalidate the publication filters 18

- It can also invalidate subscription plug-ins




Configuration-specific
dependencies

Impromptu YANCEES

_______________________________________________________________________

i Publication
Publishers — : Repeated SendTo | | Event
i Events Peers | ! | Queue
§ S addPeer) —> 1
mDNS ¥ removePeer() |  Peer
> mMDNS .
notifications i :r Publisher

Subscribers

' Notification
Content S {rom oo oo
Filter i .
| Push
Topic L
Filter i' ----- iy
4 b= sl /

Through configuration-specific dependencies:
- the P2P publication will only work if all the

components are properly installed
- Incompatible versions may result in
interference

/
Events publishef

Notification
Mediator

______

______________

subscription

Other
YANCEES

Instances

Vg from peers

- sequence detection plug-in works with
ContentFilter but not with Topic filter

- topic and content filters may change the
order of the events when taking part in the
same subscription




Incidental (or technological)
dependencies

Impromptu YANCEES

_______________________________________________________________________

Publication : Content
| B e S i e e = 1 | . K
[ ! /| Filter
Publshers 11 e ot S0 ol Guene [

I R : ! Topic

E'L______ﬂ _______________ ' ! Filter

i : addPeer() : :_______ N .
mDNS :L L removePeer() Peer i i dynamiclbuild” dy subscription
notifications |1 Publisher | | i Publication Notification

N ¥ Mediator Mediator

Parsers

___________________________

Other
YANCEES

Instances

Events\,\ \%dcoming from peers

the chain-of responsibility may lead to

interference if changes occur in:

- the order of the filters

- the content or number of attributes in
the events

Multiple writes queue:
through PeerPublisher, events may

the subscription filters

come out of order when examined by
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Dependencies on emerging system

properties

Impromptu YANCEES

_______________________________________________________________________

Publication
Publishers .: Re_peatgd Send To | ' | Event
L Events Peers ' | Queue
SR addPeer) ——> 1
i removePeer()
mDNS > mMDNS el
notifications X Publisher
i Protocol

Content
Filter

Topic
Filter

N )
. dynamic’build =~ " "dynamic’/build

Subscribers

___________

| Publication Notification

! Mediator Mediator ||

6 —_— :
Parsers

subscription

Other
YANCEES

Instances

Events published to and coming from peers

Implicit assumptions exist with respect to emerging system properties.
These properties may change due to complex dependencies:

- Timing (delay between events) - distribution, input filters side effects
- Order of the events (total, partial) - input filters, peer publisher plug-in
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Managing dependency-
driven interference

By documenting and enforcing
dependencies in the code



Approach

= Document and enforce different kinds of
dependencies in the infrastructure.

» Make dependencies explicit since the design
= Use dependency analysis models

» Make dependencies explicit in the code
= At both variation points and feature implementation

* Enforce these properties through the use of static and
dynamic configuration managers

= Runtime subscription/natification parsers and composition filters
= | oad time static configuration manager (architecture manager)
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Making dependencies
explicit In the design

Using additional dependency
analysis models



Analysis of fundamental
dependencies

<<kernel, logic>>

Is a concern
between routing

and subscription

Is a consequence
of distribution

<<optional, control>>

Notification User Protocol
sends ' iters <<kernel, logic>>
< <control>>¢ Publication filters according to <<implicit>>
<<data>> _..-t————, <<control>>",
S T T L T affected by | Fesource
% e e m<<control>>.-7 A
<<kernel, entity>> IS <<implicit, logic>> _<<control>> | <<;r_25)7lll§ll7t>> 1
Event < <<data>> Routing guaranteed by A 9 connects. <<optional, control>>
routes,. :
R r\ <<control>>, Protocol
Is a concern between <<data,c0;‘«;_tro|>:><<kerne|,_ logic>> queries order
the event format Subscription i<<control>>
<<data>> ™ ;
and the operators . \
gueries content \
<<optional, logic>> <<optional, logic>> <<optional, control>>

Content operator

Order operator

Infra Protocol

= In the product line design, consider the impact of fundamental dependencies

= Also model implicit properties and configuration-specific dependencies (in italic)
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Implementation

= YANCEES was extended with:

= Documentation notation:

= Based on JDK 1.6 annotations API, expressing the different
kinds of dependencies

= A variability model (VariabilityModel.java) that provides a
single point of access to the main variation points and
emerging properties

» Enforcement capabillity:

= Dependency-aware dynamic and static parsers

= Composition filters (implemented as plug-ins and filers
wrappers) to enforce provided and required configuration-
specific properties at runtime
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Code Example — input filter and variation point annotations

// Abstract input filter Variation Point

public abstract class AbstractFilter implements Filterinterface {
//--- Abstract implementation goes here ---

}

// concrete implementation of the PublishToPeers filter Feature

public class SentToPeerslnputFilter extends AbstractFilter {
// —-- plug-in implementation ---

} 27




Code Example — input filter and variation point annotations

// --- Indicates what variation point this class implements ---
@ImplementsVariationPoint(VariabilityModel .VariationPoints.PUBLICATION)

public abstract class AbstractFilter implements Filterinterface {

//--- Abstract implementation goes here ---
¥
Identifies variation — _—
points and features
// --- Feature unique ID ---
@ImplementsFeature(name = ""Publication.PublishToPeers™, version="1.0")
public class SentToPeerslnputFilter extends AbstractFilter {
// —-- plug-in implementation ---

} 383




Code Example — fundamental dependencies

//--- Indicates fundamental dependencies on other variation points ---
@DependsOnVP(VariabilityModel .VariationPoints.EVENT)

// --- Indicates what variation point this class implements ---
@ImplementsVariationPoint(VariabilityModel .VariationPoints.PUBLICATION)

public abstract class AbstractFilter implements Filterinterface {
//--- Abstract implementation goes here --- Fundamental

1 dependency to

the event model

// --- Feature unique ID ---
@ImplementsFeature(name = ""Publication.PublishToPeers™, version="1.0")
public class SentToPeerslnputFilter extends AbstractFilter {
// —-- plug-in implementation ---
¥




Code Example — configuration-specific dependencies

//--- Indicates fundamental dependencies on other variation points ---
@DependsOnVP(VariabilityModel .VariationPoints.EVENT)

// --- Indicates what variation point this class implements ---
@ImplementsVariationPoint(VariabilityModel .VariationPoints.PUBLICATION)

public abstract class AbstractFilter implements Filterinterface { CXJnﬂgurann-specﬁu:
//--- Abstract implementation goes here --- dependency to:

1 YanceesEvent.class

implementation

// —-—- Compatibility with features and emerging properties ---
@CompatibleWithFeature(
variationPontType = VariabilityModel .VariationPoints.EVENT,
featureClass= edu.ucli.isr.yancees.YanceeskEvent.class, version=“3.0",
featureName=""Event._AttributeValueEvent')

// --- Feature unique ID ---
@ImplementsFeature(name = ""Publication.PublishToPeers™, version="1.0")
public class SentToPeerslnputFilter extends AbstractFilter {
// —-- plug-in implementation ---
¥




Code Example — incidental dependencies

//--- Indicates fundamental dependencies on other variation points ---
@DependsOnVP(VariabilityModel .VariationPoints.EVENT)

// --- Indicates what variation point this class implements ---
@ImplementsVariationPoint(VariabilityModel .VariationPoints.PUBLICATION)

public abstract class AbstractFilter implements FilteriInterface {
//--- Abstract implementation goes here ---

}

// --- Local configuration concerns ---

@ProvidedGuarantees(modifyEventContent=false, modifyEventOrder=false,
modifyEventType=false)

@RequiredGuarantees(intactEventContent=false, intactEventOrder=false,
intactEventType=false)

// —-—- Compatibility with features and emerging properties ---
@CompatibleWithFeature(
variationPontType = VariabilityModel .VariationPoints.EVENT,
featureClass= edu.uci.isr.yancees.YanceesEvent.class,

featureName="Event.AttributeValueEvent') Incidental

dependencies tailored
to the chain of
responsibility pattern

// --- Feature unique ID ---
@ImplementsFeature(name = ""Publication.PublishToPeers™, version="1.0")
public class SentToPeerslnputFilter extends AbstractFilter {

// —-- plug-in implementation ---

}




Code Example — emerging system properties

//--- Indicates fundamental dependencies on other variation points ---
@DependsOnVP(VariabilityModel .VariationPoints.EVENT)

// --- Indicates what variation point this class implements ---
@ImplementsVariationPoint(VariabilityModel .VariationPoints.PUBLICATION)

public abstract class AbstractFilter implements FilteriInterface {

//--- Abstract implementation goes here ---

ke

// --- Local configuration concerns ---

@ProvidedGuarantees(modifyEventContent=false, modifyEventOrder=false,
modifyEventType=false) Emerging system

@RequiredGuarantees(intactEventContent=false, intactEventOrder=false, properﬁes
intactEventType=false) -

compatibility

// —-—- Compatibility with features and emerging properties ---
@CompatibleWithFeature(
variationPontType = VariabilityModel .VariationPoints.EVENT,
featureClass= edu.uci.isr.yancees.YanceesEvent.class,
featureName=""Event.AttributeValueEvent')

@CompatibleWithProperties(
resource = VariabilityModel .Resource.ANY,
routing = VariabilityModel .Routing.ANY,
timing = VariabilityModel .Timing.ANY)

// --- Feature unique ID ---
@ImplementsFeature(name = ""Publication.PublishToPeers™, version="1.0")
public class SentToPeerslnputFilter extends AbstractFilter {

// —-- plug-in implementation ---

} e




Outcome

= By using this strategy, software product line developers
can:

Document the existing dependencies
Provide mechanisms to enforce the different dependencies

= Whereas software engineers that extend and configure
the infrastructure are informed about inconsistencies

At extension time, when reading the code and programming the
extension

At configuration time, when deciding which components to
Integrate

At load time through error messages

At runtime through exceptions (on subscription and publication N
commands)



Conclusions

The gains in reuse and variability provided by SPLs as YANCEES
come with the increase in the software complexity

This complexity is a function of different kinds of software
dependencies and the design for variability

When not documented and managed, dependencies lead to feature
interference.
This paper:
= Describes the kinds of dependencies found in the design and
implementation of YANCEES

= And exemplifies the feature interference resulting from these
dependencies
» Proposes a formal documentation strategy to make dependencies
explicit in a way that:
= |s both machine and human readable
= Support runtime and static configuration
= Helping software engineers in preventing feature interference
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Future Work

Automate the detection of dependencies
= Currently, they are manually annotated by software engineers

= And provided as template code for third-party developers, at
every variation point

Perform user studies to determine the usability of the
approach

Generalize the annotation model and the framework,
retrofitting existing frameworks/product lines

= Currently, the annotations and implementation are tailored to
support YANCEES only.
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Thank you

Questions/comments?
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